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ABSTRACT

This thesis focuses on researching the modular reuse of engineering analysis preprocessing to aid in design-analysis integration. A component-oriented approach, referred to as Reusable Engineering Analysis Preprocessing (REAP) methodology, is proposed to investigate current analysis preprocessing methodologies and modifies the current monolith analysis process into a process based on assembly of REAP components. These REAP components are intended for third party composition within a component framework to generate a finite element analysis model ready for processing. These components are associated with physical design components, typically “standard parts”, and are capable of representing multiple analysis idealizations. This methodology enables “black-box” reuse by accessing the components only through their interfaces.

The methodology provides necessary interfaces for the interoperability of components, framework, and user, and enforces interaction rules to ensure validity of the resulting preprocessed analysis model. This thesis will also identify what information will need to be exchanged across the interfaces to enable compatible assembly of REAP components. Algorithms will be developed to assemble components using only the their interfaces. Component requirements will also be developed to ensure validity of generated analysis model. The methodology will be developed through test cases using a cyclic process of conceptualization, prototyping, testing, and updating.
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1 Introduction

Rapid advances are evident in the field of engineering products, especially in highly competitive industries such as computer and telecommunication. Toward the objective of increasing profit, some of the industry requirements are that the product must be developed and manufactured both quickly and reliably. By quickly it refers to the “time-to-market” issue, where delays in design or manufacturing incur penalties and reduces market share. By reliably it refers to how well the product survives the manufacturing process and customer usage, impacting to overall life cycle cost. Reliability analysis is a difficult and time-consuming task, and to save time, many industries either forgo analysis until absolutely necessary or train their designs to perform preliminary analysis. However, most designers are under-trained in analysis and too busy to perform useful analyses [Liker et al. 1992]. Reliability study requires the design representation to be idealized and transformed into analysis models that can be solved mathematically. This process is arguably the most important step during the analysis, for it determines whether the results are representatives of the physical phenomenon being studied. This indicates a strong need for design-analysis integration, which aids analysis during design time [Peak et al. 1997; Yeh 1992]. Figure 1 illustrates the industry’s trade-off problem, their response by having designers perform analyses, the resulting problem of designers lacking experience and time, and finally the research solution of design-analysis integration. This proposed thesis aids design-analysis integration by researching the reuse of engineering analysis preparation.

Despite the fact that past reliability analyses often have parts in common, such parts are not reusable for future analyses. This is because the existing engineering analysis architectures are monolithic, with parts that are not designed for open reuse. This forces new analyses to start from scratch, increasing the difficulty and preparation time. This thesis proposes to research the problem of reusability in engineering analysis preparation by using a component-oriented approach. This component orientation refers to the application of the concepts found in the field of component software, which targets the third-party reuse of pre-fabricated software “modules” [Szyperski 1998]. By focusing on such reusability, this research hopes to support the design-analysis integration efforts by facilitating the reuse of previously validated analysis components, and aid integration of analysis capabilities into existing design tools.

Figure 1: Overview of the need for design-analysis integration and proposed research

A couple of trends in industry are relevant to this research. The first trend is that “standard parts”, chosen from catalogs (either printed or electronic), are often used in design. For example, transistors and memory chips for a circuit board are often simply selected from catalogs based on the required specifications. Another example would be the commonly used nuts and bolts. They are often used because they are readily available, cheaper to buy than to make, and have already been field-tested. This is a prime example of reuse in industry. Another trend is that finite element analysis (FEA) packages has become very popular for analysis due to its flexibility and ability to handle complex geometry [Kurowski 1996]. Finite element analysis is a discretized numerical analysis that can analyze assemblies of parts as a whole, and produce analysis values such as the maximum stress to be used in equation-based analysis such as fatigue calculations. Because of these trends, it is practical to partition analyses into components that correspond to such parts, and assemble them together for finite element analysis of new designs.

The focus of this proposed thesis is to research the issues of reusability in engineering analysis preparation, leveraging the concepts used in component software. A modular approach for third-party composition of analysis components is proposed as a methodology to support reusability. These components are associated with “standard
parts” used in engineering design, with prescribed mechanisms of design and analysis parameterizations. The methodology provides interoperation interfaces for the components, the framework, and the user, and enforces interaction rules to ensure validity of the resulting preprocessed analysis model.

The layout of the proposal is as follows: Section 2 [Background] provides additional details on engineering analysis preparations, including finite element preprocessing, and indicates some current shortcomings. It is followed by a brief discussion of part libraries for design-analysis integration, and an introduction to the concept of component software. Section 3 [Related Research] is a literature survey providing some descriptions on prior researches related to design-analysis integration. This is followed by Section 4 [Discussion of Gaps] which discusses the identified research gaps found within the literature survey. This discussion then leads to Section 5 [Research Objective] where the main objective of this proposed thesis is described in detail. The proposed methodology of achieving this research objective is detailed in Section 6 [Proposed Work]. To better understand the application of the methodology, an example scenario is described in Section 7 [Example Scenario]. To examine the proposed approach, test cases are created and are described in Section 8 [Representative Test Cases]. Section 9 [Validation] outlines the criteria used to validate the usefulness of the methodology, followed by a work schedule. This proposed thesis concludes, in Section 10 [Expected Contribution], with discussions of the expected contributions and the impact of this thesis in the efforts toward design-analysis integration.

2 Background

2.1 Engineering Analysis Preparation

The preparation of an engineering analysis is a creative process that requires experience and insight for a reliable analysis result. Despite the availability of many powerful analysis tools, if one does not understand the applicability, assumptions, and limitations of such tools, misinterpretation of the results will occur. A generalization of the process [Brooke et al. 1995] is described as: determine physical phenomenon relevant to the analysis, select appropriate physical (theoretical) model, construct mathematical model, and select method to solve equations of the mathematical model. Many assumptions, also called idealizations, are made during the physical model selection and mathematical model construction steps. The purpose of the assumptions is to constrain and simplify the model so that it can be solved efficiently (or even possibly). Most design representation contains too many details that do not significantly affect the accuracy of the analysis, or may contain redundancies that are not necessary for analysis. Material behaviors are among the most commonly idealized, and can drastically effect the results. Environmental idealizations are also often made to predict the boundary and initial conditions for the analysis.

For geometrically dominant problems, the idealizations can include geometry simplification, feature removal (e.g. removing small holes), dimensional reduction (e.g. 3-D to 2-D), and adding new geometry for attribution or stiffness compensation. As one can imagine, after many idealizations, the appearance of the analysis model may appear significantly different from the original design representation. In fact, analysis models are often of non-manifold geometry, even if the design models are of manifold geometry. In most cases, each phenomenon requires a separate analysis application to predict its effects. Figure 2 shows an example of multiple idealizations for different analysis. Even for the same physical phenomenon, multiple analysis models of different detail levels and localization levels may be necessary to predict the effects.

![Figure 2: Different idealizations for different analysis models](image-url)
Much time and effort are spent in creating multiple analysis models; however, the resulting analysis models are often not reused, since they are for a particular product. Even for an adaptive design, analysts often re-develop the analysis models from scratch for several reasons [Zhou 1997; Arabshahi et al. 1993]. One reason is that the analysts do not completely trust the existing analysis models, because either someone else created the existing models, and/or the assumptions of the existing models were unclear or unknown. Another reason is that the existing models were created on different software system, resulting in software incompatibility. One more reason is that the “pieces” of existing models can not be easily extracted or modified for creating a new model. A conclusion can be drawn from these various reasons: The existing architecture for analysis does not support open reusability.

2.2 Finite Element Analysis Preprocessing

Finite element analysis (FEA) is a popular, general purpose, discrete numerical analysis tool that is widely used in industry. The preprocessing stage inherits the same characteristics from the above section on analysis preparation. A typical FEA process is shown as a flowchart on Figure 3. Although the pretty pictures shown at the postprocessing stage give the impression that the solution has been solved accurately, it may not predict the correct behaviors [Russell 1996]. FEA will always give some sort of solution, even for a poorly developed model; however, the resulting solution may be highly incorrect for the analysis of the physical phenomenon. Usefulness of the FEA result depends highly on the preprocessing stage, which currently has some important shortcomings. These additional shortcomings are described below.

- **User resource intensive**: The process of creating the geometry model (or translation from design geometry), idealizing it, specifying mesh controls, etc., consumes too much of the user’s time. It may account for up to 80% of the total analysis time [Zhou 1997]. The advances in computing power may dramatically reduce CPU time, but not necessarily USER time. In addition, CPU intensive jobs may be queued for batch processing overnight or weekends. Furthermore, given increased computational power, the user may select more complicated model that may actually increase total time without gaining significant accuracy increase.

- **Awareness of assumptions made**: Many idealizations are made during this stage. The user may inadvertently simplify a section that contains the high stress region, or the user may erroneously use a 3D solid element with no bending stiffness to model a shell structure [Kurowski 1996].

- **Design models not suitable**: Often a geometric model translated from the design tools is not directly usable for analysis. As discussed in the previous section, analysis geometry is often an abstract representation of the original design geometry for the particular analysis. The original design model often contains presumed idealizations, too many details, and lacks much of the information needed for analysis (e.g. material properties, environmental properties).

- **Brute force modeling from scratch**: FE models are often started from scratch, since FEA packages stores the model with the lowest level of semantic details. It is very difficult to extract a portion of a mesh from a previous product to be used in a new model, and still maintain compatibility.

- **Valid meshing is not simple**: Given an idealized solid model, it is still not a simple task to mesh the model. Auto-meshing algorithms have been improving, but are still not perfect and not very accurate. Much of the user’s time is spent specifying mesh control over the solid model to generate a good mesh.
2.3 Design-Analysis Integration Library

For products assembled mostly from standard parts, a library of standard part models can be very useful. However, most of the libraries available are for design use, not analysis use. A library of standard parts for both design and analysis can aid significantly toward design-analysis integration. Such libraries would contain high semantic level translations of the product data into analysis models. In the case of an assembly-based product, there would be translations of the assembly of design parts into an assembly of analysis components, rather than just a pure geometry translation. The user would then be able to clearly relate the appropriate analysis components to its corresponding design part. This would be one way to reuse previous modeling efforts and reduce the time spent re-modeling.

There are some repositories, for analysis, of commonly used parts used in some researches ([Shephard et al. 1995; Zhou 1997]), but they are either imbedded in knowledge bases or in forms not easily used by others. This means that these repositories are not designed with reusability in mind. The ability for a third party to assemble analysis components together to form a compatible analysis model remains an open issue, to be addressed in this proposed thesis. Once such capability is available, and with widely accepted specifications, different analysis software vendors can then independently develop analysis components. This would create a component market for flexible design-analysis integration libraries.

2.4 Software Component Technology

In this proposed thesis, the term “component” has a dual meaning. The simple meaning of “component” is a physical substructure or its associated computer model, ready to be combined in an assembly. The alternate meaning of “component” refers to the software technology call component software. This is an emerging technology in software industry that builds on existing object-oriented approaches to deliver reusable, “off-the-shelf” software components for incorporating into large applications. Software components provide a vehicle for planned and systematic reuse. They have an interface (pre-defined methods for accessing both its data and functionality), encapsulated internal details, and are documented separately. It is required that software components be easily combined with each other, and especially without knowing each other’s existence. The primary intention in reusing software components is so that one can take a component and integrate it into a software system [Sametinger 1997].

Some of the fundamental properties of component technology are concepts such as late integration, combinatorial explosion of possible system configuration, “black-box” abstractions, and component safety through conservative software engineering. To adopt component technology requires adaptation of principles of independence and controlled explicit dependencies, as well as enforcing modularity of requirements, architecture, designs, and implementations. The benefits of using component software are enhanced adaptability, scalability, and maintainability. Currently there are three major forces in component software arena that provide the low-level “wiring” standards: Object Management Group’s CORBA (Common Object Request Broker Architecture), Microsoft’s COM (Component Object Model), and Sun’s JavaBeans. Beyond the “wiring” level standards, the modeling of component-based system is still largely an unresolved problem [Szyperski 1998].

In the scope of this proposed thesis, the software system is the system in which the design-analysis integration is implemented, which can even be the design-tool software system. Since computer-based engineering analyses are intimately tied to software systems, it make sense to research analysis reusability by applying concepts from software reusability. The modeling of a component-based engineering analysis system will be targeted in this thesis.

3 Related Research

Researches in design-analysis integration efforts have been very active in the past few years, since it is of great interest to the engineering industry. As mentioned before, industries are now training their design engineers to perform some preliminary analysis to roughly validate their design [Deitz 1997]. The goal of the design-analysis integration researches is to make it feasible for the designers to perform analysis, using tools that they are familiar with, namely computer-aided design (CAD) tools. Numerous publications were surveyed in the course of developing this proposed thesis. These publications dealt with various topics such as integration frameworks, data exchange technologies, analysis preprocessing issues, analysis techniques in certain domains, software technologies, etc. Among these literatures the most relevant ones to this proposed thesis are selected and briefly described in the following section [Individual Descriptions]. Although some of the described researches may not directly relevant, they are mentioned because they provide valuable insights to the problem of design-analysis integration. Literature in
Categorization) of the covered issues is discussed. After the descriptions of selected researches, a summary classification (Summary categorization) of the covered issues is discussed.

3.1 Individual Descriptions

Zhou [1995-1997] developed a methodology, called Modular & Parametric Finite Element Methodology (MP/FEM), aimed at a seamless integration between electronic packaging design and thermo-mechanical analysis. Modular FEM is achieved using a group technology called Modularized Generic Primitive (MGP), which is used to categorize families of similar shapes. Each MGP supports a number of 3D shapes, is modeled independently, has common boundaries to its neighbors (to maintain compatibility), and defines shapes using forming rules. A Constructive Module Assembly Tree (CMAT) is a graph tree representing overall relationships among MGPs, components, assembly, and the product. Parametric FEM is achieved through use of templates that accepts feature-based parameters for geometric data, material properties, analysis control, assembly control, and meshing control. These concepts are implemented in a component library structure that allows rapid generation of FE models for both local and global/local analysis. A product level thermo-mechanical analysis is carried out as a test case.

Shephard and Finnagan [1988, 1989] describe the structure to a geometry-based FE preprocessing system for the integration of geometric modeling and finite element preprocessing. Three general data structures (topology and geometry data, mesh data, and attribute data) to support both geometric modeling and FE preprocessing are described. Five categories of geometric communication operators needed in FEM from geometric modeling systems are identified: basic query, derived data query, geometric modeling operation, attribute specification, and general utility. The authors indicate that such integration is a major step toward fully automated mesh generation. A framework of a design system, named IDEALZ, to support analysis idealization control and automated discretization (e.g. meshing) is described in Shephard et al. [1990a] and in Shephard and Wentorf [1994]. This framework consists of functional modelers, geometry modelers, and attribute modelers that interact with analysis applications and applies AI techniques to guide the user through idealization and analysis processes. Techniques for controlling the idealization errors are described in Shephard et al. [1990b]. Specific application of this framework to global/local thermal and thermo-mechanical analysis of multichip modules is described in Shephard et al. [1992]. Graphical user interface for the goal manager of IDEALZ, described in Wentorf and Shephard [1993], is later implemented in X-Windows for design experts. Visualization of analysis models and graphical attribution system is later described in O’Bara, Beall, and Shephard [1995].

Tamburini [1996, 1997] describes an analysis representation called Analyzable Product Model (APM) to facilitate design-analysis integration. The APM is an integrated source of data for analysis, representative of a design product. It is an object-oriented data model that contains data, the mappings required to retrieve design information from several sources, and the transformations required for idealizing this information. The APM enables reusability inherently by supporting data and idealizations shared among multiple analysis and by using a generic specification.

Peak [1995] approaches design-analysis integration with a system called multi-representation architecture (MRA). The MRA approach bridges the gap in design-analysis integration with four “stepping stones” intermediate representations. These representations are solution method model (SMM), the analysis building block (ABB), the product model (PM), and the product-based analysis model (PBAM). The SMM is the detailed solution-method specific model that combines solution tool input, output, and controls. The ABB represents analysis concepts independent of product applications and solution methods. The PM contains the detailed design-oriented product information. The PBAM contains the link between PM and ABB, showing idealization usage. The MRA supports routine analysis automation, described in Peak [1993] and Peak et al. [1996].

Yeh [1992] takes an information management approach to the integration of printed wiring board (PWB) design and analysis. An integrated design process modeling methodology (IDPMM) is developed to model the design process of PWB, and an integrated framework called thermal structural electromagnetic testability (TSET) is developed through use of a common database. Five levels of integration are identified: data, standard, control, platform, and user-interface. Knowledge base and expert system shell is used to guide the framework.

Arabshahi et al. [1991] models the two different FEA processes using IDEF0 models. The first one is the traditional FEA process where the FE model is built-up using the direct method. The second one is the alternate FEA process where is FE model is broken down from a solid model. At first it seems that the second process is preferable. However, Arabshahi et al. [1993] indicates that the complete geometry in the form of solid model is seldom taken advantage of because of the amount of time required to simplify and idealize the geometry for subsequent meshing.
stage. The paper also overviews a future system that would allow more automated CAD-FEA transformation. Such system would have functional components that consist of: attribute editor (for applying attributes), detail editor (feature removal), dimensional reduction aid, subdivision feature recognizer (divide complex model into mappable regions), macro-feature builder (assembling of subparts), and cutting surface facility (for splitting and built-up).

Armstrong [1994] discusses the modeling requirements for FEA. It points out that the major factor limiting the wider application of FEA is the effort and time required to produce analysis model, and that abstraction (idealization) process rely on the judgement of skilled analyst. For determining abstractions, it views “deep” knowledge (based on physical laws and computational algorithms) as better than “shallow” knowledge (based on expert opinion and experience; e.g. knowledge base). The medial axis and surface transformation is then introduced as a way to simplify geometry and reduce dimensionality without using “shallow” knowledge. The medial axis and surfaces computation accomplish these by providing information on the proximity of edges or faces that can be removed.

Finn [1993] describes an interactive modeling system that aids engineers in selection and evaluation of various model options that finally leads to an idealized model. The system employs AI technique (propose-critique-modify) to provide expert advice to the user, but does not take control away from the user (as in complete automation). User interactivity is indicated as preferred over the automated “black-box” approach of idealization.

Hardwick et al. [1996] describes an ongoing research on an information infrastructure that uses standards to reduce tool incompatibility occurring in manufacturing. The prototype combines Internet with STEP for data exchange and CORBA for interoperation of application systems. Specifically, the data definition language of CORBA (IDL), is combined with the data definition language of STEP (EXPRESS). Note that this research involves manufacturing interoperability, but not engineering analysis.

3.2 Summary Categorization

The selected researches described in the previous section (Individual Descriptions) are categorized according to the issues that they address. Although these issues may not be a complete set of all the issues related to design-analysis integration, they span a broad-enough spectrum to cover those related to the focus of this proposed thesis. This categorization is shown in Table 1 along with this thesis’s expected coverage (under the column “Hsiung* 98”). The categories are divided into three groups: those that are associated with modeling (Modeling Issues), those that are associated with functional capabilities (Functional Issues), and those that are associated with how it is used (Usability Issues). These categories are described in Table 1 under the column “Descriptions”. It is through this categorization that gaps are identified in current related researches (circled in Table 1), to be discussed in the next section (Discussion of Gaps).
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**Modeling Issues**

- Idealization: Discusses analysis idealizations, the control of its errors, or idealization selection
- Data Exchange: Involves translation of design-analysis information (e.g. STEP)
- Relational Mapping: Contains mapping relations among attributes from various models
- Process: Performs modeling of any processes (e.g. IDEF0)
- Generic Product-based: Includes methodology includes mapping to non-specific products
- Physical Component-based: Involves analysis model built-up from smaller modular physical components
- Constructive Assembly: Involves analysis model built-up constructively and algorithmically

**Functional Issues**

- Repository Reusability: Contains repository of models to be re-applied to other models
- Integrated Framework: Introduces an integrated framework for design-analysis
- Abstract Operators: Utilizes generic, cross-platform, high-level operators (e.g. CORBA)
- Global/Local Analysis: Supports global/local analyses
- Iterative/Adaptive Analysis: Supports iterative and/or adaptive analyses
- Component Software: Uses component software for independent reusability (e.g. CORBA, JavaBeans)

**Usability Issues**

- Visualization: Involves visualization of design models or analysis models
- Knowledge-based AI: Uses knowledge-base or AI to increase usability
- Automation: Discusses automation (complete analysis without much user input)
- Interactivity: Allows flexible interactive user control (versus complete automation)

Table 1: Related researches (and this proposed thesis) versus issues they cover - gaps circled
4 Discussion of Gaps

All the above mentioned researches lend valuable insights to the problems associating with the design-analysis integration. As seen in Table 1, different people have different approaches to the design-analysis integration problem, covering various issues. Also shown in Table 1 three large gaps are identified in the related researches. These gaps are not intended to be a comprehensive list of gaps in design-analysis integration; rather they are gaps relevant only to the focus of this proposed thesis.

4.1 The Three Gaps: Constructive Assembly, Component Software, and Interactivity

The first gap involves the ability to constructively assemble analysis components to form new analysis models. Such methodology would be both algorithmic and information-intensive, but could potentially save a lot of time on remodeling or building new models. The closest research to covering this gap is by Zhou [1995-1997], who offered component-based modeling; however, Zhou did not offer generic methodology for constructive assembly, which greatly limits its reusability and adaptability.

The second gap deals with the use of component software (CORBA) for independent reusability and interoperation. Although Hardwick et al. [1996] discusses the importance of this issue extensively, the research focuses only on its application to manufacturing, not to engineering analysis. Application to engineering analysis would greatly assist the integration of analysis components into existing engineering design systems.

The last gap involves the ability for the user to interactively control the analysis preparation. User interactivity has typically only been an issue in computer science and psychology under usability studies. Software developers for engineering analysis typically consider usability not as important as features and computational performances. This may have once been true when computation cost is very high, but with the increasingly less-costly and higher-performance computers readily available, the cost of user resources exceed that of computers. This is especially important within design-analysis integration since the primary benefactors are not analysis experts.

4.2 The Three Gaps Summarized as Under the Reusability Gap

These three gaps can be summarized as part of the reusability gap in current researches, illustrated in Figure 4. The reusability gap is identified as an important obstacle to the goal of design-analysis integration. There are many other forms of reuse, such as source code libraries, designs, or model repositories. In fact, reuse is a common concept used everywhere, especially in engineering (e.g. standard parts). In the context of this proposed thesis, reusability refers to the ability to take “pieces” of previous analysis and allow easy creation of new analysis models. However, a distinction is made here regarding the granularity of reusability. The reusability addressed in this proposed thesis is applied to fine level of the individual components that composes the analysis model, and not applied to coarse level of the completed analysis model. This means that parameterized analysis models (e.g. routine analysis in Peak et al. [1996]) are not considered as reusable components within the scope of this research.

Since design-analysis integration is typically a heterogeneous integration between different disciplines of engineering, and perhaps even different domains (e.g. electrical versus mechanical engineering in electronic packaging), the ability to reuse analysis implementations in design systems is critical. By targeting reusability, efforts on the analysis side can then be easily integrated into the design side without too much restructuring of current design system. Why has reusability not been prevalent in design-analysis integration researches? A possible explanation is that software reusability has only recently been on the verge of success, and then only in business applications. Engineering analysis is a complex problem that is not easily solved by software engineers. It is a goal of this proposed thesis to apply this emerging software success to the integration of engineering design and analysis.

Figure 4: Summary of Research Gaps – Reusability Gap
5 Research Objective

5.1 Component-Oriented Approach to Reduce the Reusability Gap

The objective of this thesis is to address the reusability gap in design-analysis integration by an approach hereby called the Reusable Engineering Analysis Preprocessing (REAP) methodology. This is an information-intensive, component-oriented approach that applies concepts and principles found in component software technology. In general, this methodology investigates the current analysis preprocessing methodologies and attempts to modularize current monolith systems into assembly of REAP components. These REAP components are intended for third party (ones who did not implement the components) composition within a component framework that generates new preprocessed analysis models (PAMs). Such PAMs are ready for computation by commercial analysis applications (e.g. ANSYS).

The REAP methodology directly addresses the three gaps discussed in the previous section. The primary functionality of a REAP system (a realization of REAP methodology) is to support the constructive assembly of prefabricated REAP components into a complete PAM. The REAP system directly applies component software concepts and principles, enabling independent reusability and interoperation. The REAP components are designed to be interactive, by having prescribed mechanisms (interfaces) for the user and the system to select design parameters, analysis parameters, and various analysis idealizations. The interactivity concept has been expanded into the interfacing between the REAP component and: another REAP component, the assembly user, and the REAP framework. These analysis components are associated with physical design components, typically “standard parts”, and are capable of representing multiple analysis idealizations. A generalized overview of what REAP system does is illustrated in Figure 5. The ultimate question to be asked here in this proposed thesis is whether engineering analysis preparation can be modularized into a component system. The hypothesis is “yes”, and it is a thesis objective to prove it using REAP methodology.

![Figure 5: General overview of how a REAP-compliant system works](image)

5.2 Approach Conceptualization

A REAP system consists of the analysis components, a component framework that governs the interactions between the components, algorithms for assembly, and a set of rules to ensure validity of analysis model. One may ask why associating REAP components with physical design components is appropriate. Here is the reason. Many new product designs often have physical components (e.g. standard parts) that are in common with older designs. Since these physical components are reused in new designs, it makes sense to based “reusable-ness” of analysis components on such structures. In addition, for design-analysis integration, there exists a natural semantic mapping between the physical design component and the virtual analysis component for the product designer. This makes the integration of analysis capabilities to design tools less intrusive and easier to understand. Physical components are mechanically joined together during manufacturing; similarly, REAP components are constructively assembled together using algorithms and forming rules to generate the analysis model. A similar approach is also found in Zhou [1996-1997] in a mechanical component library for electronic packaging reliability analysis.

What makes the REAP approach different is that it is component-oriented, focusing on the independent reuse of individual analysis components. The REAP methodology is not about how to implement an analysis component, nor is it the related data structures. Rather, it is about how to use analysis components by using only its interfaces (a.k.a. “black-box” reuse), and the corresponding rules of interactions. This includes interfaces that exchange attributes and data structure on several different perspectives (e.g. analysis-control related, geometry related, etc.).
A REAP framework enforces various interaction rules that ensure valid and compatibility PAMs. How a REAP component is implemented internally does not matter to the workability of the methodology. In fact, a component’s implementation may not even be object-oriented, or may even be scripts executing on a commercial application. By concentrating on interfaces and rules, this methodology allows flexible, independent implementations of REAP components that are guaranteed to be “plug-and-play”. For example, one REAP component could be implemented as a parametric model in ANSYS PREP7 files [Zhou 1996], and another component could be implemented, by someone else, as a geometric formation (based on boundary conditions and constraints [Wu 1997]) from a simulation program. By communicating only though the interfaces, these two different and independently developed components can be assembled together to form a compatible FE model.

Another difference in the REAP approach to other design-analysis integration researches is in the granularity of re-use. The REAP methodology allow reuse of “finer” grained components that can be generically assembled to form a PAM. Other approaches that reuses a completed parameterized analysis model is considered a “coarser” grained reuse (e.g. routine analysis in Peak et al. [1996]). These “coarser” grained modules cannot be generically combined together, nor do they interface with each other, to formulate a new analysis model.

One may also ask how the REAP methodology is different from pure software component technology today. Typically, such technology is business-oriented, exchanging business data and enforcing business rules. The datasets involved in typical engineering applications are far more complex in both types and sizes [Birkes et al. 1995]. Specifically, for REAP system, the data and data structures exchanged are very complex, involving interactions, geometry, and analysis. Furthermore, the assembly algorithms and rules enforcing compatibility require an in-depth understand of engineering analysis, computer-aided design geometry, and computer-aided engineering. These very engineering-oriented requirements of the REAP methodology (identifying the datasets, forming the algorithms and analysis-validation rules) makes it beyond the expertise of most software engineers.

5.3 Scope of REAP Methodology

Complete coverage of an all-purpose REAP methodology is considered to be too lofty of a goal for this proposed thesis. Therefore, several restrictions are hereby placed to scope the problem down to a reasonable size. The following is a list of preliminary restrictions placed artificially on the proposed methodology:

- **Geometry Restriction**: Product to analyze is assembled from several physical components (e.g. standard parts) with geometrically simple interconnect-boundaries that do not overlap (e.g. electronic components on printed circuit board).
- **Analysis Model Restriction**: Assembled PAM will be a FE model, since FEA is popular, able to represent complex geometry, and also employs a built-up technique (element assembly).
- **Idealization Restriction**: Focus will be placed mainly on geometry issues, including mesh geometry, rather than on material properties.

5.4 Questions to Address

In the course of researching the REAP methodology, the following preliminary set of high-level questions will be addressed in respect to engineering analysis preparation. This set of questions is not comprehensive, but illustrates the technical challenges in the methodology.

- What information must be exchanged across the component interfaces for constructive assembly to work?
- What functionalities must a component support for constructive assembly?
- What minimum set of features must a component support? How to access extended features generically?
- How does a component map to a physical design component? How to access design parameters generically?
- How to define extensible interfaces?
- How does a component interact with another component, the framework, and the assembling user?
- How to constructively assemble components to generate PAMs?
- What is the format of PAMs? Discrete meshes, parametric FE model, FEA package specific?
- What rules must the REAP framework enforce to achieve Finite Element compatibility in PAMs?
- How to resolve conflicts among requirements of individual components (e.g. mesh division)?
• How to address the problem of combinatorial explosion of possible system configurations?
• Can any analysis models be broken-up into components? If so, how?

6 Proposed Work

To research the validity and feasibility of the REAP methodology, a preliminary structure of the proposed work is hereby described. This structure is designed to address the questions raised in the previous section. The preliminary deliverables for this proposed thesis are listed below and shown in Figure 6, illustrating the layout of the interfaces and rule enforcement. Each one of the deliverables will then be described in detail, and a discussion of the research strategies will conclude this section.

1. Interfaces: Set of interfaces for component and framework to interoperate.
2. Required Information Exchange: Information needed to exchange across interfaces.
3. Rules: Rules of interaction and interoperability to achieve consistent and valid PAMs.
4. Assembly Algorithms: Algorithms to test the generic assembly and the interfaces
5. Requirements: A set of general and feature requirements for component implementations.

![Figure 6: Preliminary deliverables for the proposed thesis](image)

6.1 The Deliverables

6.1.1 Interfaces, Information Exchange, and Rules

For the “pieces” of a REAP system to interoperate, a set of interaction interfaces is proposed. To be able to constructively assemble “black-box” components together, details about the geometric interconnect-boundary must be known by the assembly algorithms. This information is accessed through the assembly interfaces. The assembly interfaces are functional interfaces used during assembly to access characteristic information needed about the interconnect-boundaries between the components. This include the operations needed to query, compare, and modify interconnect properties. The set of assembly interfaces is expected to be well defined. Examples of interconnect information exchanged through these interfaces are contact types (e.g. point, edge, or surface contact), topology (e.g. number of loops), shape (e.g. rectangular, single faced), and FEA specifics (e.g. element size, DOF, divisions). Assembly-specific rules may govern how the algorithms access and modify the interconnect information.

When one component is connected to another component, the two can exchange information using the component-component interfaces. There are two categories of component-component interfaces. The first category deals with the interconnect information exchange between the two components. This first set of interfaces is expected to be well defined, and the type of information exchanged is similar to that of the assembly interfaces. It is through these interfaces that two components negotiate to reach a compatible boundary interconnect. The second category of component-component interfaces is high customizable, allowing components of the similar family to exchange highly technical and detail information to interoperate. It is through this category that product-specific extensions can be added. This second set of interfaces is expected to be highly mutable. Rules of interaction will strictly govern the first category of component-component interfaces to ensure validity, but may not govern the second category.
The communication between the framework and the components is through the component-framework interfaces. This set of interfaces is expected to be well-defined and not overly technical. The information exchanged between the framework and the components are mostly high-level directives, component statuses, and interconnect conditions. By designing these interfaces to be high-level, the framework can then easily integrated into other systems.

Since REAP methodology allows user to interactively control the system, two sets of interfaces to the user are defined. The component-user interfaces allow the user to interact directly with the component. The information passed through the component-user interfaces may be highly customized to the implementation of the component, and can include parameters such as design, analysis idealization selection, mesh density, etc. It is expected that the component-user interfaces are highly mutable, with perhaps a few defined ones for interconnect-boundary manipulations. The framework-user interfaces are expected to be high-level and well defined. It is through these interfaces that user issue commands to the framework, to be performed upon a number of components. The type of information passed is similar to that of the component-framework interfaces.

The proposed set of interfaces may be summarized as follows. The interfaces relating to interconnects are well defined and highly technical. The interfaces to the components are highly customizable and not as well defined. The exception is when the interfaces are for the framework, where they are of high-level, low technicality, and are well defined. It is expected that the rules will be encapsulated as software components, but not as REAP components, since they are not for assembly.

6.1.2 Assembly Algorithms, Requirements, and Guidelines

Computer algorithms will be prototyped to test the interfaces and the feasibility of the REAP methodology. These algorithms will assemble the REAP components into PAMs by using only the assembly interfaces. One strict requirement is that these algorithms must always generate valid, converging FE models (e.g. maintain FE compatibility). The prototyping of these algorithms will aid in the research of REAP interfaces, since new insights and requirements will appear during the course of the process. Some attempts will be made to handle different combinations of physical interfaces. However, since the prototyping of algorithms is not a primary objective of this proposed thesis, there will not be an attempt to cover all possible combinations of physical interconnects. Example combinations are edge-to-edge, surface-to-surface, edge-to-surface, etc. It is also expected that the algorithms will be encapsulated as software components (not REAP components), used inside the component framework.

Just specifying the interfaces for REAP components is not enough to ensure workability of the methodology. Therefore, two sets of requirements are placed on the implementation of the REAP components. The first set consists of the general requirements, and these are the absolute requirements that all REAP components must address. For example, a REAP component must be able to enumerate its idealizations, show the number of interconnect-boundaries it has, what physical component it represents, etc. The second set consists of the feature requirements, and these are the required and optional features, related to constructive assembly, that a REAP component supports. Some examples of optional features are the ability to dynamically alter its interconnect-boundary to meet mating condition, and the ability to calculate the stiffness matrix for an equivalent resolved super-element.

Notes and suggestions will be recorded during the prototyping of the REAP methodology. At the conclusion of this proposed thesis, these notes and suggestions will be compiled into guidelines to assist future development using REAP methodology. Four types of guidelines are currently identified: REAP component development guidelines, framework development guidelines, system integration guidelines, and user interaction guidelines. The REAP component development guidelines will provide the “how to” suggestions of developing components. The framework development guidelines will describe and make recommendations on how implement the various pieces of the framework. The system integration guidelines will describe how to integrate the REAP framework into existing design and/or analysis systems (e.g. design tools). The user interaction guidelines will describe how to increase usability of REAP methodology. Possible additional algorithms developed in the course of the research may also be included in the guidelines.

6.2 REAP Research Strategy

The proposed research strategy is the cyclic process of conceptualization, prototyping, testing, and modification. This is an often-used concurrent engineering process for building something that is not fully specified. Two methods are illustrated in Figure 7 for researching and validating the REAP methodology. The first method involves the creation of new REAP components from scratch, prototyping them, assembling them, and then assessing the validity of the PAM they generate. During this process, new insights and requirements will be identified and used to update
the REAP methodology. The second method is similar to the first with the exception that the REAP components are decomposed from an existing analysis model, and the validation scheme is to compare the result from the assembled PAM to that of the original analysis model. The second method will also show whether it is feasible to convert an existing analysis model into a set of REAP components that, when assembled, give similar analysis results. Several iterations of these two methods will be done to fully develop the methodology.

Figure 7: Two methods of building the REAP methodology

7 Example Scenario

An example scenario is described here to aid in the understanding of how REAP components can work together as “black-boxes” to generate finite element models. This scenario will show how the REAP components can exchange the needed information across its interfaces to achieve compatibility. Two types of processes will be shown. The first process is the refinement of a meshed edge that propagates to its connected neighbors. The second process is the altering of idealization that triggers changes throughout the assembly. The product being modeled here is a simple surface-mounted resistor on a printed circuit board. For simplicity, this scenario will in illustrated in 2D.

There are three distinct REAP components in this scenario: resistor, board, and solder body. These components are associated to the physical product, illustrated on the far-left side of Figure 8. There are four instances of REAP components, since there are two solder bodies (left and right). In the initialization stage the components are assembled together, shown on the middle-left side of Figure 8. Note that each component has two interfaces boundaries, illustrated by the two curved lines connected to each component. On the right side of Figure 8 some geometry parameters and options are shown for each component. The names and syntax of the parameters are fictitiously created solely for the purpose of this example. The description of the parameters is shown in Figure 9 Note that the resistor component (“R”) has only one shape (rectangular), but has two optional boundaries. The solder body component (“SL” and “SR”) has two possible shapes (rectangular and custom), and can be used to represent an alternate idealization.

Figure 8: Scenario – Initialization and Parameters
• Shape[shape_id] indicates the shape(s) that the component can assume.

• Bound[shape_id: version_id] describes the boundary of component.
  • Side(side_id: fraction) describes an edge on component, which may be partial if fraction < 1.
  • Side_id is counted clockwise from the bottom.

• Side(side_id: fraction_starting, fraction_ending) is partial edge not starting from 0.

• Side() may be added up, and/or multiplied mirror reflection along line of symmetry.

• Sym[shape_id: version_id] describe the line of symmetry.

• Line(point_intersected: Vector X comp., Vector Y comp.) describes a line passing through point_intersected (G is the geometric centroid) in direction indicated by the vector components.

**Figure 9: Scenario – Parameter list descriptions**

For further simplicity, let the assembly be represented by only the left symmetric half-model. Figure 10 illustrates what happens when the user requests a refinement of FE edge. Initially, the assembly is meshed with the default number of FE edge divisions, illustrated on the left side of Figure 10. Note that the “Meshing Compatibility Parameters” chart show the respective number of divisions along boundaries of individual components, and curved arrows show the matching numbers between components that share a common boundary. On the lower-left corner of Figure 10 an action is taken to refine the edge divisions on a boundary of the solder body. Note that red coloring is used on Figure 10 and Figure 11 to indicate the propagated change due to an action. For example, small red ticks along a boundary indicate a new edge division. As a result, shown on the right side of Figure 10, the component self-modifies its meshing, which also changes the number of edge divisions on its other boundary. Because other components are connected to these changed boundaries, messages are sent from the solder body to the resistor and the board. A connected component receives the new edge division and applies it to its boundary, then self-modifies its meshing. The end result is shown on the lower-right corner of Figure 10.

**Figure 10: Scenario - Mesh refinement**

Figure 11 illustrates what happens when the user requests a change in idealization of the solder body from the custom shape to a rectangular shape. The solder body component changes its boundaries to a different version and regenerates its meshes. Due to the change in boundaries, messages are sent to connected components and a similar change propagation process occurs. The end result is shown on the lower-right corner of Figure 11.

**Figure 11: Scenario – Idealization Change**

The changes may propagate to other connected components, and if a conflict occurs (loop-back), some sort of negotiation among the components would occur. This is not shown in this simple example, and will be addressed.
8 Representative Test Cases

The preliminary test cases, illustrated in Figure 13, are used to examine the validity and usefulness of the REAP methodology. The first two test cases are applications of REAP research strategy, for their development will update the methodology. The third test case will be examining the feasibility of integrating REAP system into an existing architecture. The fourth test case is to be determined, depending on the outcome of the other test cases. Details of each test case are described below.

**Test Case 1**

**Test Case 2**

**Test Case 3**

**Test Case 4**

<table>
<thead>
<tr>
<th>Test #</th>
<th>Case Name</th>
<th>Description</th>
<th>Analysis Types</th>
<th>Engineering Software</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>SMT Resistor</td>
<td>Surface-Mounted Resistor on a PWB</td>
<td>Thermal, 2D, 3D, multiple idealizations</td>
<td>ANSYS, IDEAS(?) ProE(?)</td>
</tr>
<tr>
<td>2</td>
<td>PWA</td>
<td>General Printed Wiring Assembly</td>
<td>Global/Local, Thermomechanical, 3D, multiple</td>
<td>ANSYS, IDEAS(?) ProE(?)</td>
</tr>
<tr>
<td>3</td>
<td>MRA Integration</td>
<td>Integration of REAP with Multi-Representation Architecture [Peak 1995]</td>
<td>Varies</td>
<td>ANSYS</td>
</tr>
<tr>
<td>4</td>
<td>To be determined</td>
<td>To be determined</td>
<td>To be determined</td>
<td>To be determined</td>
</tr>
</tbody>
</table>

**Figure 12: Illustration of test cases 1 - 4**

- **Test Case 1 - Surface Mounted Resistor**: This test case will involve thermal analysis of a surface-mounted resistor on a Printed Wiring Board (PWB). This test will involve four REAP components (the resistor, two solder bodies, and the board), and will have multiple idealizations such as 2D, simplified solder bodies, etc. This will be done using method 1 (described in REAP Research Strategy), as well method 2, using the pre-developed parametric model developed in the Tiger PWA Toolset [Peak 1997].

- **Test Case 2 – Printed Wiring Assembly**: This test case will involve general thermomechanical analysis of Printed Wiring Assembly (PWA). Several REAP components will be developed using both methods 1 and 2, with existing analysis models from Zhou [1997]. It is expected that this will be the most time-consuming test case, and it will most heavily test and update the REAP methodology.

- **Test Case 3 – MRA Integration**: This test case will examine the system integration issues by attempting to integrate REAP system into MRA [Peak 1995].

- **Test Case 4 – To be determined**: This test case is to be determined later, based on the outcome of others.

9 Validation

The purpose of the validation is to show that the REAP methodology works and assess its usefulness in reducing the reusability gap in the design-analysis integration. A number of preliminary validation criteria, along with metrics, are created for comparing the results from the test cases. These criteria are based on the expected benefits of the methodology, and are shown in Table 2. The criteria are related to the benefits of the analysis preparation and of the component-oriented approach. Some predicted metrics values are entered for test case 1, and others are to be developed. The list of criteria is by no means complete and will be further developed in the course of this research. This is indicated in the estimated work schedule, illustrated in Table 3.
Table 2: Validation criteria versus the test cases

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Metrics</th>
<th>TC1</th>
<th>TC2</th>
<th>TC3</th>
<th>TC4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Produce compatible models</td>
<td>% compatible</td>
<td>100%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reduce user time</td>
<td>% time saved</td>
<td>&gt; 50%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Multiple idealizations</td>
<td># idealizations</td>
<td>4+</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Multiple analysis models</td>
<td># analysis models</td>
<td>2+</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Accurate analysis results</td>
<td>% error</td>
<td>&lt; 10%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Multiple analysis applications</td>
<td># applications</td>
<td>2</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Can convert existing models</td>
<td>% converted</td>
<td>100%</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Generate new components</td>
<td># components</td>
<td>3</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Reusable components</td>
<td># reused</td>
<td>1</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Allow diverse implementations</td>
<td># different types</td>
<td>2</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Interfaces are sufficient</td>
<td># not workable</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Customizable interfaces</td>
<td># customized</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Integrate to existing system</td>
<td>% workable</td>
<td></td>
<td></td>
<td></td>
<td>-</td>
</tr>
<tr>
<td>etc…</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 3: Estimated Work Schedule

<table>
<thead>
<tr>
<th></th>
<th>1998</th>
<th></th>
<th></th>
<th></th>
<th>1999</th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Aug</td>
<td>Sep</td>
<td>Oct</td>
<td>Nov</td>
<td>Dec</td>
<td>Jan</td>
<td>Feb</td>
<td>Mar</td>
</tr>
<tr>
<td>Full REAP Methodology</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Assembly Algorithms</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TC1:SMT Resistor</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TC2:PWA</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TC3:MRA Integration</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>TC4:To be determined</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Guidelines</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Refine Validation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Validation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Thesis Write-Up</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Thesis Presentation</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

10 Expected Contribution

Successful research of the Reusable Engineering Analysis Preparation (REAP) methodology will contribute significantly to the efforts in design-analysis integration, as well as in general engineering analysis. This methodology separates the involved “analysts” into two categories: experienced analyst that implement their expertise into REAP components, and “lesser experience-required” analyst (e.g. designers) that reuse expert implemented REAP components to generate new analysis models. Thus, for design-analysis integration, a designer can perform flexible, effective reliability analysis on new designs both quickly and easily. This is the primary benefit of targeting third party reuse. By mapping REAP components to physical design components, REAP methodology also facilitates natural semantic mapping and less intrusive integration of analysis capabilities into the design environment.

This methodology also reaps the benefits from component software technology. This methodology inherits the enhanced adaptability, scalability, and maintainability. It allows multiple independent development of REAP components that can interoperate, so that the component customer can safely choose among different component implementations to best represent the problem. It allows unique and innovative preprocessing techniques to be combined with more traditional preprocessing, since only the interfaces have to be compatible. If something like REAP methodology becomes an accepted standard, a market for analysis components can then be created. This would revolutionize the way engineering analysis is prepared and introduce commercially something like the Rapid Application Development (RAD) environment for engineering analysis.
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